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SUMMARY: Green building design has been a major trend in the last decade which has largely affected the AEC industry. As of 2013, for example, there were over 13,000 green buildings certified with LEED (Leadership in Energy and Environment Design) in the United States alone. Building Information Modeling (BIM) technology and computer simulations are adopted largely for green building design. However, while information sharing and automated, collaborative design review are important for the design of green buildings, the current way of BIM-based green building design relies mainly on individual file transfer and does not support collaboration in the distributed environment of construction projects. On the other hand, as the Internet becomes ubiquitous, the web provides convenient and cost-efficient means for multi-location cross-organizational collaboration. Energy analysis and validation against standard building codes are two major processes in green building design evaluation. This paper presents a modular web service based framework which integrates the information necessary for green building design, automates the building design evaluation processes, and facilitates simple updates on the building model on a common but distributed platform. This framework is based on BIM data models like gbXML (Green Building XML) which contain information for green building design like geometry of the building, material, and sensor information from more than one source. The BIM data models act as a single source of building information for all processes. Building design evaluation and updating are iterative in green building design and require information and inputs dispersed among various project participants. Since our framework follows a distributed architecture and is easily accessible from the Internet, it makes the information required to facilitate the iterative process and its results conveniently available to a multi-participant environment. The paper also presents an example scenario demonstrating the developed framework.
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1. INTRODUCTION

The AEC (architecture, engineering, and construction) industry is rapidly moving towards sustainable building development. A recent study in the year 2012 by Turner Construction has revealed that 90% of 718 U.S. real estate owners, developers, and tenants support sustainable construction (IGEL, 2013). The 2013 McGraw Hill Construction global report states that 61% of the construction work is going to be sustainable construction or green construction globally by 2015 (MHC, 2013). The concept of green buildings is catching a lot of attention among the government and private builders in most countries around the world as people are becoming more responsible towards the environment and want a healthy living environment for themselves. This has resulted in the increase of green building certification standards like LEED (USGBC, 2012) in North America, BREEAM (BRE, 2008) in the United Kingdom, Green Star (GBCA, 2014) in Australia, and BEAM Plus (HKGBC, 2010) in Hong Kong. As of the year 2013, there were 13,000 construction and renovation projects certified by LEED in the United States alone (USGBC, 2012). Green buildings are structures that are built environmentally responsible, and are energy efficient throughout their life cycle. The five major elements of green building design are: (1) sustainable site design, (2) water conservation and quality, (3) energy use, (4) indoor environmental quality, and (5) conservation of materials and resources. Energy use is however the most significant, as the energy demand can be predicted through digital simulation during the design phase. Energy simulation assists in effective decision making during the design phase for selecting economic energy efficient energy sources and materials. There are many software programs available for building energy simulation like EnergyPlus (Crawley et al. 2001), Ecotect (Autodesk, 2005), IES Virtual Environment (IES, 2005), eQuest (eQuest, 2012) and RIUSKA (Granlund, 2014). However, none of them supports a mobile, distributed working environment.

Green building design is challenging, multi-disciplinary and multi-participant as sharing, retrieval, and updating of information related to green building processes are performed in a distributed manner. The three important parts in green building design are: (1) building performance simulation and engineering, (2) code checking, and (3) design review and updating. These three processes are highly interrelated. Energy simulation results can assist in making decisions in changing essential building characteristics like geometry, orientation and material during the design phase to achieve sustainable construction and lifecycle performance. Energy codes list a maximum allowable energy usage in spaces of different types. Percentage saving below the maximum allowable energy can earn the owner monetary incentives or points for green building certification. Design review and updating allow the inputs of human comments and judgment, based on their expertise, the energy simulation results and the energy codes. Therefore, an approach towards an integrated platform for design and review of green buildings is required.

In this paper, we present a building information modeling (BIM) based web service framework that provides an integrated platform for automatic building code checking and building energy simulation. Based on the simulation results, end users can make changes through this web service framework to building attributes like the geometry of the building (simple changes), material, and occupants for an energy efficient design. Seamless communication is supported by the framework through the advanced web service technology, with the freedom to the users of not buying the license of propriety software. gbXML (gbXML.org, 2010) is used in the developed framework because it is an open standard capable of storing building models along with the details needed for code checking and energy simulation. Other BIM data models like the Industry Foundation Classes, IFC (buildingSMART, 2014) could be used to implement the proposed framework, but gbXML was chosen as it provides more extensive coverage of the energy simulation domain in comparison to the current IFC 2x3 schema.

2. RESEARCH BACKGROUND

2.1 Building energy simulation and analysis

The concept of energy models has been around since the 1980’s (Judkoff et al. 1982). Energy simulation tools can predict the future energy consumption of a building during the design stage. Based on this prediction, domain experts may suggest alternative sustainable and cost effective materials and equipment. If accurate prediction of energy usage is made by a simulation tool during the early design phase of the building, cost, time and labor can be saved in significant amounts. The results of these simulation tools may however vary depending upon the underlying calculation method used in the simulation tools (Ryan and Sanquist, 2011). DOE-2 (LBNL,
is a core energy simulation engine that was released in 1994 for predicting energy use and cost for all types of buildings. The DOE-2 simulation program is a batch program which provides flexibility to the researchers and experts but also requires significant training time. Commercial simulation software like EnergyPlus, coupled with Design Builder as pre-processor, or eQuest and RIUSKA, which use the DOE-2 engine underneath, provide more user friendly interfaces and are therefore much more popular among researchers and the AEC industry. An interesting effort is the use of the Artificial Neural Network (ANN) technique, implemented to assess building performance simulation results against actual measurements (Yezioro et al. 2008). In that study, four building energy simulation tools namely Energy_10, Green Building Studio web tool, eQuest, and EnergyPlus were compared with the ANN predicted energy consumption. Out of the four simulation tools, EnergyPlus was found to have the most consistent simulation performance in terms of heating and cooling electricity consumption. The HESMOS project in Europe (Katranuschkov and Balder, 2013) developed an IFC based holistic design system for integrating BIM compliant CAD models with design and analysis tools like energy analysis tools and sensor networks, providing the necessary mapping algorithms, filter functions and visual representation techniques. The FIEMSER project developed a modular framework for Building Management Systems by leveraging the Service Oriented Architecture (FIEMSER, 2011). However, none of these efforts provides a platform for communication between distributed project partners. Also, most of the software applications use a proprietary file structure and do not provide direct compatibility with BIM models. Third party applications are available to convert the BIM models into such proprietary file formats, but only semi-automatically. Moreover, all popular energy simulation tools are standalone. Hence, they are not very suitable for information sharing in the multi-party environment of the construction industry.

2.2 Building Code Checking

The concept of automating code checking for buildings has been around for more than two decades (Dym et al. 1988). Han (1998) proposed an automated code checking system for accessibility codes for handicapped persons using the IFC standard. Applicability of decision tables and servlets was also explored to automate code checking by using existing building codes (Yang and Yu, 2004). The major developments in rule-based code checking have been investigated and reviewed by Eastman et al. (2009). In summary, this research highlights that there is a lack of an overall integrated system environment which would provide the functionalities like clash detection, spatial validation, and semi-automatic conversion of human written rules in programmable rules in an open form allowing the developers to define new rules and functions easily. Nawari (2012) proposed a framework for converting the building rules written in natural language into computable rule sets by implementing general-purpose and special-purpose ontologies along with logic theories in different levels of implementation. Susmita et al. (2013) developed a framework which accesses the parametric properties of Autodesk Revit families and extracts information in order to check the compliance of building energy codes with the Revit building model. AutoCodes (Fiatech, 2012) have demonstrated automated code checking by the use of computable building code rule sets for access and egress provisions for retail structures in the first phase of their in-progress project. Also, commercial software like Solibri Model Checker (Solibri, 2008) is available which provide platform for rule set development and execution. However, there are no standard frameworks available at present to easily deploy these code checking systems and software on an integrated BIM platform. This results in gaps in communication and information exchange in the multi-party construction industry.

2.3 Web-based building model sharing and updating

BIM transforms the way information flows in the AEC industry. Currently, BIM is mainly used by designers. However, the other actors like contractors and material specialists are also exploring the application of BIM in their domain. The construction industry in the United States loses $15.8 billion annually due to its fragmented nature, the lack of standardization, and inconsistent adoption of technology among the construction stakeholders (Gallaher et al. 2004). Therefore, there is a need for an integrated server based platform that would facilitate effective flow of information among the construction stakeholders. Singh et al. (2011) identified the ease of model access and usability as one of the key features of a server based BIM. In addition, construction stakeholders also need to quickly retrieve and generate customized information out of a BIM model. Thus, Karola et al. (2002) proposed a middleware solution, called BSPro COM-Server for making energy simulation tools interoperable with IFC models. Ahn et al. (2014) proposed a model for integrating BIM with the energy simulation by providing an interface for generating EnergyPlus input files from IFC models. The European ISES
project (Christodoulou and Xanthos, 2014) proposes a conceptual framework of an ontology based BIM system for integrating BIM data with non-BIM data (for example, thermal load and local weather) and facilitating efficient information exchange and parallel energy analyses through a cloud-based service, and Nepal et al. (2012) developed a Revit API for extracting spatial data from a Revit model and expressing it into a GML application schema which provides a common XML syntax to represent the heterogeneous BIM information. In our web service framework, we implement standardized web services which can be invoked through the Internet easily. The web services are programmed to retrieve and generate customized information needed to serve the purposes of different construction stakeholders from a BIM model.

3. PROPOSED METHODOLOGY AND CONCEPTUAL SYSTEM FRAMEWORK

FIG 1 presents the proposed conceptual framework for green building design in a collaborative environment. It performs three main functions related to green building design: (1) building energy simulation, (2) green building code compliance checking, and (3) simple updates on the BIM building model. The center of this framework is the BIM building model, which acts as a repository of the information needed to carry out the aforesaid functions. It stores information related to the building geometry, material information like the name of material and its u-value, lighting information, and results of energy simulation like monthly lighting demand. Standardized web services are the key functional units of this framework which perform two broad categories of functions: (1) parse the BIM data model to extract or update information and (2) execute engines for green building performance analyses like energy simulation or code compliance checking against the parameters extracted from the BIM model. The framework implements a Service Oriented Architecture (SOA), which facilitates software applications to be delivered and consumed as services (MacVittie, 2008). SOA comprises a set of key components called services (implemented most commonly as web service units) whose interface descriptions can be published, discovered, and invoked. The standardized access protocol, SOAP (W3C 2003) is used for facilitating communication and invocation of the web service units. The interface descriptions of the web services are published using the standardized web service description language WSDL (W3C 2001), which is an XML based language for describing the technical specification of web services. A client application trying to consume a particular web service unit could determine the available functions provided by reading its WSDL file. The web services are web enabled applications which execute predefined tasks themselves and also dynamically engage other web services to collectively provide dynamic functionalities. SOA incorporates flexibility, scalability, reuse, encapsulation, and better value for money for the users of the services.

![Diagram](image-url)

**FIG 1:** The conceptual web service framework for green building design.
As shown in FIG 1 our web service framework can be divided into three layers. Layer I comprises the workflow controller web service. The function of this web service is to route the control to the relevant web service in the next layers. The end user invokes the workflow controller web service in Layer I of the web service framework by using the binding information in its WSDL file. The flow controller web service takes input like project name or ID, domain name (for example, building code check) and sub-domain name (for example, water usage). Based on the user input, the control may be passed to Layer II or Layer III. Layer II contains the web service for parsing the underlying BIM model. XML parsers or APIs designed for a particular data model may be used for deploying this web service unit depending on the BIM data model. This web service performs two functions on the basis of the selection made by the end user: (1) parse and extract from BIM and (2) parse and update to BIM. For example, energy related information like u-value of materials, number of occupants, and window to wall ratio may be extracted from the BIM model for energy simulation. In cases where the BIM model has missing information, the web service unit prompts the end user to upload pre-defined templates containing information required for the energy simulation. The web service unit has pre-defined functions to read the user added information from the templates and update the BIM model through parser functions (for example using XML parsers to update a gbXML BIM model). The updated BIM model contains comprehensive information from more than one source and may be used later for other processes in green building design like code compliance checking. The third part of our web service framework is Layer III which contains web services for (1) energy simulation, (2) building code checking, and (3) model updating. The functions of these web services are described in detail in sections 3.1, 3.2 and 3.3, respectively. The web service framework outputs reports in formats like HTML and MS Excel, upon completion of any of the processes. These reports contain energy simulation results, building code checking results, and BIM model updates. The information required to run a web service unit is stored in data files (like gbXML file or weather file) in a web server hosted on the same machine as the web service unit. The data files are stored project wise in different folders named with the respective project name or ID. By hosting the documents on a web server, they can be uploaded and updated to the respective folders by authorized end users through a simple program written in a server-side scripting language like PHP (PHP Group, 1997). The files can also be viewed easily on web browsers using public URLs.

3.1 Module 1 - Building Energy Analysis

FIG 2 shows a flowchart describing the process of automatic energy analysis simulation conducted by our web service framework. The prototype web service framework performs the building energy simulation for four categories: (1) Lighting, (2) Equipment, (3) People, and (4) HVAC. The currently applied energy simulation engines are thereby directly or indirectly compatible to the BIM data models. For example, both IFC and gbXML BIM data models are compatible with the simulation software, EnergyPlus, through an internal process of conversion. At the beginning, the HVAC designers or the architects, who are experts in this area, add the values for lighting, equipment, people or HVAC to the initial CAD model. The energy simulation is then performed by the web service framework in seven steps. The first step is to parse the BIM building model and extract geometry and energy simulation related values. The BIM file is parsed by a customized parser software program embedded in the web service module in Layer II (see FIG 1). This web service extracts energy simulation parameters like energy consumption for lighting and HVAC installations and the number of people and stores in a data structure. In the second step, the user is prompted to load an information template containing information like building type and schedules. The building types supported by the prototype web service framework are “Office”, “Hotel”, and “Hospital”. In the third step, the parameters extracted from the gbXML file is checked for containing the parameters required for running an energy simulation process for each sub-domain like lighting and HVAC. If the simulation related parameters are not found, in the fourth step the end user is prompted to upload respective templates containing the missing values in a pre-defined structure. In the fifth step, extracted parameters are written to a standard input file validated against a schema or data dictionary compatible to the simulation engine. For example, EnergyPlus uses an IDD file (Data Dictionary file) that defines the conventions to be used to create its input file. The sixth step is then to upload the weather file of the region where the building is located. This is followed by the seventh step where the simulation engine is run. Finally in the seventh step, standard energy simulation reports are generated by the simulation engine and hosted on the same web server which hosts the web service unit. Additionally, the BIM model is updated with energy simulation related information, which was missing in the original BIM model data (as it was missing in the CAD model during design). Considering that our BIM model is a gbXML model, to explain how this is done let us take the example of lighting related information, “Watts per Zone Floor Area”, which has the following hier-
If this information was missing in the gbXML model, the end users are prompted to upload a file containing the relevant data which is either calculated through a function provided by the web service or manually provided. The gbXML model is updated at the relevant location in the hierarchy, thereby enriching it with information that can be used later for other processes like code checking and MEP design.

### 3.2 Module 2 - Building Code Checking

This module performs automated rule based code checking of the gbXML building model. The module contains a number of web service units which can be invoked through the frontend. Each of these web services executes a certain set of rules against the building model. For example, the user can invoke only the “lighting” web service unit when he wants to check if the light fittings in the building model are compliant with the guidelines for “Lighting” in the building energy code. The rules in the building energy codes which are written in natural languages are manually converted into machine computable sets of rules. In our web service framework these rules are implemented with a Java based rule engine called “Jess” (Friedman-Hill, 2009). However, other rule engines which are programmable and can be wrapped into web service units can also be used in the conceptual framework. FIG. 3 shows sample rules which are executed when the web service unit “Lighting” is invoked. Similarly, the user can perform the code compliance checking for other domains like “HVAC” and “Water Usage” by invoking other web service units in the same module (FIG 1).

---

**FIG 2**: Flowchart describing the functioning of the web service framework for building energy analysis
FIG. 3: Jess rule file for lighting

3.3 Module 3 - Building Model Updating

The prototype web service framework can also manipulate the geometry of the BIM building model by invoking the web services in “Module 3” (FIG 1). The web services in this module can make simple updates like changing the location and thickness of a wall, and delete building elements like windows, and doors. The relevant web services are programmed using BIM data model parser features to perform functions like “Delete Wall” for deleting and “Modify Wall” for updating a building element in the BIM data model, respectively. These web service units are invoked depending upon the parameters passed to the web service framework by the user. For example, if the user passes the parameter “Delete Wall” from the frontend, then the workflow controller web service in Layer I will invoke the “Delete Wall” web service of the Layer III and delete the wall defined by the end user. The functions provided for geometry update by the web service framework is very basic and can deal only with simple geometrical changes to the gbXML data models which do not create any conflict with other building elements. However, in future, the proposed web service framework may be incorporated on top of a database with flexible schema, enabling more sophisticated geometry changes. Such an approach has been discussed by Cheng and Das (2013), who propose a cloud based framework for exchanging partial BIM information and a data model for storing BIM models on a cloud database.

4. IMPLEMENTATION OF A GBXML BASED WEB SERVICE FRAMEWORK

4.1 Green Building XML (gbXML)

Green Building XML is an open standard schema that was developed to facilitate the transfer of building properties stored in CAD and BIM to engineering analysis tools (gbXML.org, 2010). Development of Green Building XML was started by Green Building Studio in 1999. The first version was released in June 2000, which was followed by many revised versions. The latest version is gbXML 5.10 released in the year 2013. The gbXML standard uses XML which enables web based applications to interact automatically with each other, with no or minimal human intervention. A document encoded in XML is both machine and human readable. XML documents containing information can be exchanged over the Internet very easily and efficiently through web enabled applications. Due to these features, gbXML has become a standard industry schema for leading modelling tools like Autodesk Revit and Google SketchUp. Most of these BIM building modeling software provide import/export capabilities for gbXML. There are other popular industry standards for BIM like IFC, but none of them covers the building energy domain as extensively as gbXML does. The gbXML schema can accommodate building information like building geometry, schedules, weather, HVAC system, lighting, and thermal zone related data. FIG 4 and FIG 5 show that different spaces may be grouped together into a common thermal zone. FIG 4 shows graphically that space 2 and space 3 are grouped into thermal zone 1. FIG 6 (Left) shows the gbXML document for a simple building model. The element “Campus” defines the building location. One “Campus” may define one or more buildings under it using the child element “Building”. The walls, roofs,
and floors of the building are defined by “Surface” elements. The “Surface” element stores information about a surface such as an unique id, surface type, direction of the surface, openings in the surface, unique ids of space and other adjacent surfaces, and the geometry of the surface. The latter is stored in the child element “PlannerGeometry”.

FIG 4: Simple Google SketchUp building model showing Space and Thermal zones

FIG 5: gbXML file showing the relation between Space, Zone and Surfaces

FIG 6: gbXML file of the shown simple building model (left), and element details of the gbXML file (right)
Any opening in the surface is represented by another child element of “Surface”, called “Opening”. The geometry of the opening is defined with reference to a local coordinate system in terms of coordinate points in the elements “CartesianPoint”. In addition to the geometry related data, gbXML has elements for storing energy related data. For example, gbXML stores lighting information in the element “Lighting” and “LightPowerPerArea” under the “Space” and “Zone” (thermal zone) it belongs to (FIG 7). Even though the gbXML schema covers many domains related to a building, some of the available software may require additional information which cannot be incorporated in the existing gbXML schema. In this case, the gbXML schema can be extended easily without understanding the whole schema. For example, Dong et al. (2007) extended the schema of gbXML to add the domain “lighting” to support lighting simulation to be run on simulation software called “Radiance”.

![SimpleHouse.xml](image)

**FIG 7:** gbXML schema showing information about lighting

The building model is represented in gbXML. The building model is stored on a project basis. The architect or the designer has the access rights to upload a new building model. Upon successful login, a user is given access to the project folder that the user is working in. The gbXML file is used as single point source to perform building code checking, model updating, and building energy analysis. For the code checking and model updating, the gbXML file can be used directly. However, for energy analysis, gbXML has to be converted into the proprietary file representation compatible with the energy simulation engine. In our web service framework, the gbXML file is automatically converted to a file format called “.idf” which is compatible to the EnergyPlus simulation engine.

### 4.2 Energy simulation and analysis engine - EnergyPlus

EnergyPlus is a building performance simulation program for modeling heating, cooling, lighting, ventilation, and other energy flows (Crawley et al. 2008). The main goal of developing EnergyPlus was to provide an organized and modular energy simulation program that supports adding new features and links to other programs easily. EnergyPlus is popular in the construction industry due to its innovative simulation capabilities like multi-zone air flow, thermal comfort, natural ventilation, and photovoltaic systems. Also, due to its modular architecture and simple input and output data formats, it can be easily integrated with third-party software applications. In our web service framework, the EnergyPlus engine is packaged in a Java based web service which can be accessed through the Internet. The underlying calculation method of EnergyPlus uses a “Heat Balance Model”. The main assumptions of the heat balance model are that (1) each thermal zone can be modeled as well as stirred with uniform temperature throughout, and (2) the room surfaces have uniform surface temperature and one dimensional heat conduction throughout. For a successful simulation, EnergyPlus requires a minimum of two types of input files. The first input file is a text based file with an extension “.idf” containing information like schedule, construction type, HVAC elements, number of people, and building element geometries. The second input file is the weather file which has an extension of “.epw”. The weather file contains information like location, latitude, longitude, holidays, daylight saving and periodic weather data. EnergyPlus reports the building simulation results in multiple formats like “.csv”, “.html”, and “.txt”.
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4.3 Code checking rule engine - Jess Rule Engine

As explained in Section 3.2, the building energy codes are converted into a computable set of rules which can be executed in Jess (Friedman-Hill, 2009). Jess is a Java-based rule engine and scripting environment developed by Sandia National Laboratories. The Jess engine is small, light and one of the fastest rule engines available. Since Jess is designed for Java, it is very easy to call the Jess engine from Java programs or vice versa. Multiple objects of the Jess engine can be created for a single program. Each individual Jess engine object has its own working memories and can call functions in separate threads. The implementation of the conceptual framework creates a Jess engine for every domain and performs parallel code checking. FIG 8 shows a Jess rule which calculates and checks the validity of the maximum lighting power density with that prescribed in standard energy codes. In this example, combination lighting is considered for a space. There might be several types of lamps in the combination lighting system. Four variables are required to calculate the lighting power density of the space, i.e. type of lamp, circuit wattage of each type of lamp, number of lamps of each type, and floor area of the space. As shown in FIG 8, the first line with keyword “deftemplate” declares a Jess Array with the three required variables related to lamps. In the second line, the Jess rule is defined with the keyword “defrule”. Each Jess rule has two parts: (1) the antecedent and (2) the consequence (following the “=>” sign). In this rule, the circuit wattage of each type of lamp is multiplied by the number of lamps and summed up together. This sum is divided by the floor area to determine the lighting power density of the space. Then, using the class keyword, the lighting power density is checked for a maximum limit. If this condition is satisfied, “PASS” is printed. In this paper, we convert the green building codes written in natural language into Jess rules manually. By using these rules with Java, more extensive functions may be developed and illustrative reports may be generated.

![Jess Array and Jess Rule](image)

**FIG 8: Example Jess rule**

4.4 Standardized web service technology – SOAP, WSDL, and BPEL

Web services are the key functional units of our web service framework. Web services are self-contained web enabled applications which have the ability to perform activities themselves and also invoke other web service units through the Internet (Christopher and Joel, 2003). A web service is a software tool identified by a URI (Uniform Resource Identifier), whose public interfaces and bindings are formally defined and described. The technical specifications of a web service are openly published and are accessible to all its target users. A web service may be discovered and invoked by using its technical specifications. Web services have been implemented in the construction industry for various purposes, such as information sharing among mobile construction workers (Aziz et al. 2006), supply chain collaboration (Cheng et al. 2010), measuring and monitoring carbon footprint in construction supply chains (Cheng, 2011), interoperability between web-based construction product catalogues (Kong et al. 2005), etc. Implementation of web services in a SOA has been explored for designing a seamlessly integrated platform using RFID/WSN technology for communicating and managing information from heterogeneous sources in construction supply chains (Shin et al. 2011).

Standardized web services use the Web Services Description Language (WSDL) to publish these technical specifications like operations hosted and the format of input/output related to a web service unit. Each of the web service units shown in FIG 1 have a unique WSDL file associated with it. FIG 9 shows a part of the WSDL associated with the web service unit which parses the gbXML file shown in FIG 5. The four parameters required to invoke a web service are (1) function name, (2) URI, (3) parameter name and type, and (4) location (address of the machine where the web service is hosted). With this information from the WSDL file, a web service can be invoked e.g. through a JSP (Java Server Pages) or a PHP frontend.
Standardized web services use the open standard Simple Object Access Protocol (SOAP) which is an XML based standard to exchange information. SOAP is useful in distributed computing where big processes are modularized to implement security, reusability, and scalability. Each module which is a web application itself may reside on a different computer. A web application ("client") communicates by sending "requests" for data to another web application ("server") through the Internet. The communication is completed by sending a "reply" to the invoking web application. This communication of request and reply is facilitated through SOAP using XML and HTTP.

The standardized web services can invoke each other by using the information in the WSDL document by exchanging SOAP messages. Depending upon the requirements of the end user, these modular web components can be orchestrated to serve the functionality of a bigger application. The business logic of orchestrating these smaller web applications can be defined by using the XML-based Business Process Execution Language, BPEL. Many graphical user interfaces like the BPEL plugin for eclipse (Eclipse, 2004) are available to create the needed business logic through BPEL. Users can create links to the available web services (with the information from WSDL) through the Graphical User Interface for BPEL very easily.

5. EXAMPLE SCENARIO

The following section presents an example scenario demonstrating the functionalities of the proposed web service framework. FIG 10 shows how our web service framework is applicable to green building design of a small office building located in Hong Kong. In this example, we look at two high level requirements addressed by the owner:

1) Moving Wall1 to increase the area of the storeroom, and
2) Changing the material of the interior walls to a cheaper one.

In a multi-party environment where many actors like structural engineer, architect, and sustainable development specialist work together, it is very important to effectively communicate the information among the group. The requirements need to be validated across multiple domains, as a change made in one domain impacts the other. Relations between different domains in the initial phase of green building design will be explained in this section. As shown in FIG 10, the owner wants to increase the size of Room1 by moving Wall1. This change in the geometry of the building will instigate a new set of requirements for energy analysis and code checking of the modified spaces. Some examples of the new requirements are energy simulation for lighting power per area for Room1 and Room2 for the change in room area, and code compliance checking again to ensure that the new lighting is within the allowable limits of lighting power per unit area.

The consequent processes initiated due to the changes demanded by the owner are described in Table 1. In this scenario, many project stakeholders are working together in parallel and therefore need access to the most updated information model of the building. The gbXML model acts as the central repository of the most updated information for our web service framework. The end users can rely on it for running their processes like energy simulation and building code compliance checking on the most recent version of the building model.
FIG 10: Example scenario demonstrating the application of the web service framework in green building design

Table 1: Changes and impacts triggered in the example scenario

<table>
<thead>
<tr>
<th>Changes</th>
<th>Impacted processes and responsible project stakeholders</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Change in room area of Room1 and Room2</td>
<td>Energy analysis for the lighting power per area → Energy Code Checking (Architect)</td>
</tr>
<tr>
<td>2. Change in location of Wall1</td>
<td>Feasibility analysis of moving a brick wall on the floor and structural changes → Update BIM model (Structural Engineer)</td>
</tr>
<tr>
<td>3. Change in length of curtain wall</td>
<td>Less natural lighting in Room 2 → Energy Simulation → Code Checking (Architect)</td>
</tr>
<tr>
<td>4. Change in the material of the interior walls</td>
<td>Update BIM model to add new material (Building sustainability specialist)</td>
</tr>
</tbody>
</table>

In the following sections, we demonstrate the three key functions of the prototype web service framework namely energy analysis, code compliance checking and model updating for the scenario outlined in FIG 10. As mentioned above, communication is going on among the architect, the owner, the structural engineer and the sustainable material expert.

FIG 11 shows the frontend that is used by the users to access and use the functionalities provided by the prototype web service framework. This frontend first takes input information like the credentials of a user and the domain name on which the user intends to run an analysis process. In our example, we choose the domain “lighting installations”. When clicked, the buttons “Validate Building Model” or “Run EnergyPlus” initiate the building code checking or energy simulation web service units respectively and report the results to the end.
users. Currently a simple prototype of the frontend is used for testing purposes. In future, the frontend may be updated to adapt to specific user roles based on the credentials.
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**FIG 11:** The frontend for invoking the web service framework

### 5.1 Update Building Model

A gbXML file stores the building information in XML format which can be easily parsed and manipulated automatically by a Java program. In this scenario, to move a wall from the building model in gbXML through the web service framework, the end user downloads the gbXML model and views it through an open source IFC/gbXML viewer, FZKViewer (KIT, 2007). FIG 12 (left) shows the gbXML building model viewed using the FZKViewer interface. It allows the users to examine the breakdown structure of a building on element level. As shown in FIG 13 (left), a building element “wall” with id “N-1-E-W-1” was selected in the browser toolbar of the FZKViewer. FIG 12 (right) shows the graphical representation while FIG 13 (right) shows the geometrical properties of the same wall. The user inputs for wall ID “N-1-E-W-1” the new coordinates as shown in FIG 13 (right), and a parameter “modify Wall” through the frontend to the web service framework. The workflow controller web service (FIG 1) invokes the “Modify wall” web service unit based on the user input and replaces the old coordinates with the typed in new coordinates.
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**FIG 12:** The interface of the FZKViewer for viewing gbXML models (left), and view in the graphical interface when a wall is selected from the gbXML tree (right)
5.2 Building Energy Analysis

As explained in Section 3.1, the EnergyPlus engine is used to conduct building energy simulation in our proposed framework. For Room 1 and Room 2 in the shown example (FIG 10), this means to first increase the room area, reduce daylight and change wall material. The energy simulation follows the procedure presented in FIG 2 which requires four types of files:

1) a gbXML building model,
2) a building template,
3) a lighting template,
4) a weather file.

In this example, a building template for a typical building and a weather file for the Hong Kong region were chosen. FIG 14 shows the contents of a “Lighting Template” uploaded by the end user if lighting information is not found in the gbXML model. The entity name is the same as the entity names for lighting present in the gbXML schema. The template contains entity names and values of the parameters required in performing energy analysis and code checking. For example, as shown in FIG 14, some entities from the template are unique ID for every light fitting, the associated zone (in this case, the whole building is being simulated as a single zone), and schedule for the lighting. The template also contains four additional factors which are “Return Air Fraction”, “Fraction Radiant”, “Fraction Visible”, and “Fraction Replaceable”. These factors are used for converting the electrical energy input for lighting that is ultimately converted to heat that contributes as zone loads. The web service framework performs the energy simulation in four steps. First, the gbXML file is converted into the EnergyPlus Input File (IDF). EnergyPlus provides a data dictionary file to generate or validate its input files. Hence, a mapping between the geometrical and interior lighting information for a basic gbXML house model with four walls and a roof was provided to handle the conversion between the gbXML data and the data dictionary using Java lists in the web service unit. Second, the contents of the lighting template (FIG 14) and its schedule are appended to the EnergyPlus input file (by validating it against the data dictionary). Third, the EnergyPlus engine located on a remote machine is run to do the energy analysis. Finally in the fourth step, building energy simulation report in “.html” format is output. The gbXML model is also updated with the results of lighting analysis.
5.3 Building Code Checking

In this example scenario, a gbXML building model of the type “storeroom” was checked against the lighting rules from the Building Energy Code of the Electrical & Mechanical Services Department (EMSD) (The Government of Hong Kong Special Administrative Region 2007). The EMSD Building Energy Code contains a set of five codes that covers lighting, air conditioning, electrical and lift & escalator installations. The EMSD building energy code for lighting was converted to Jess rules and executed by our framework. FIG 15 (left) shows the flowchart for checking the lighting power density of the lighting installation in a building. FIG 15 (right) shows the applied actual Jess rules from the EMSD building code. These rules check the maximum allowable lighting power density according to the EMSD rules (FIG 16 (left)). For example, the rule highlighted in FIG 15 (right) checks whether the lighting power density is lower than the allowable value, which is 15 Watt per square meter. If this condition is satisfied, the rule name is printed with the keyword PASS. Similarly, rules for other space types and other domains can be included. The rules have been kept modular and simple as most of the data processing is done through Java. Our web service framework executes the building codes against the gbXML model, which contains the geometry, installations and results from the lighting simulation. Hence, the gbXML model becomes an extensive source of information for code checking of the building for the lighting domain. The web service framework checks the gbXML building model for lighting power density for the modified floor plan and generates an “.html” report (FIG 16 (right)).

<table>
<thead>
<tr>
<th>Entity name</th>
<th>Description</th>
<th>Example</th>
</tr>
</thead>
<tbody>
<tr>
<td>ID</td>
<td>Lighting name or ID</td>
<td>Light-1</td>
</tr>
<tr>
<td>Zone</td>
<td>Name or a thermal zone</td>
<td>Space3</td>
</tr>
<tr>
<td>Schedule name</td>
<td>Name of schedule</td>
<td>sched_light</td>
</tr>
<tr>
<td>NumberOfLamps</td>
<td>Number of lamps in a space</td>
<td>3</td>
</tr>
<tr>
<td>LumensPerLamp</td>
<td>Lumen</td>
<td>1000</td>
</tr>
<tr>
<td>Dimensions</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Length</td>
<td>Length of lamp</td>
<td>0.4</td>
</tr>
<tr>
<td>Width</td>
<td>Width of lamp</td>
<td>0.33</td>
</tr>
<tr>
<td>Height</td>
<td>Height from the floor</td>
<td>2</td>
</tr>
<tr>
<td>InputWatts</td>
<td>Wattage of a lamp</td>
<td>100</td>
</tr>
<tr>
<td>Return Air Fraction</td>
<td>Fixed value for light a source</td>
<td>0.54</td>
</tr>
<tr>
<td>Fraction Radiant</td>
<td>Fixed value for light a source</td>
<td>0.18</td>
</tr>
<tr>
<td>Fraction Visible</td>
<td>Fixed value for light a source</td>
<td>0.18</td>
</tr>
<tr>
<td>Fraction Replaceable</td>
<td>Fixed value for light a source</td>
<td>10</td>
</tr>
</tbody>
</table>

FIG 14: Example of contents in the lighting template uploaded by the end users

FIG 15: Flowchart describing the execution of a Jess rule for code checking against the Hong Kong EMSD lighting code (left), and Jess rules for the EMSD lighting code (right)
6. CONCLUSION AND FUTURE WORK

This paper presented a BIM-based web service framework developed to perform three important functions related to the design of green buildings, i.e.:

1) Energy simulation,
2) Code checking,
3) Design and updating of the building model.

Green building design processes can achieve better solutions in terms of cost-effectiveness and energy-efficiency if an integrated approach is adopted to perform the functions related to the design of green buildings as described above. However, a green building design may involve many additional team members/stakeholders (geographically dispersed) as compared to the traditional design process, for example, a daylight specialist, a material consultant, and a natural ventilation expert. These team members perform different but interrelated operation. For example, decisions about choosing a greener alternative with cheaper materials highly depend on the energy simulation results. Therefore, an integrated platform for green design is necessary for exchanging information among the stakeholders efficiently and for making fast and effective decisions.

In the paper, we presented a BIM-based web service framework which performs green building processes like rule-based code checking, building energy simulation, and building model updating in a distributed manner. However, BIM models sometimes may miss the necessary data for the calculation of energy requirements and building code conformance of a building. Therefore, the prototype web service framework allows end users to upload files containing such information via web service units. The web service framework then updates the BIM model with the information uploaded by the end users, thereby creating an integrated BIM model that can be easily accessed and used through the web services in the developed framework.

BIM models in accordance to the gbXML schema are currently used in the prototyped web service framework presented in the paper because gbXML was designed specifically for the green building design domain. However, it is possible to use also other BIM data models with respective modification to the web services like changing the model parser web service with regard to the structure and type of the BIM data models used. Especially IFC can cover a wide scope of the AEC industry and is commonly used as the neutral file format of BIM models. However, IFC2x3 does not contain a sub-schema specifically dedicated to energy modeling and green building design. IFC2x4 which was released in 2013 covers the energy modeling and simulation domain, but it has gaps compared to gbXML for areas like weather, ventilation, and humidity. In spite of that, IFC remains the most comprehensive BIM data model to date. It covers the maximum number of AEC domains and

FIG 16: Lighting power density requirement from the EMSD building code (left), and HTML report generated by the Building Code Checking module (right)
can be used for life cycle information management of a building. Therefore in future, IFC may be extended and implemented in the proposed web service framework to provide a better approach to energy aware design and life cycle data management.

At last, although EnergyPlus is currently used in our prototype web service framework to perform energy simulation and generate standard energy simulation reports, the framework can integrate any other energy simulation engines that can be executed through the command line. Leveraging the Java based rule engine Jess, the framework also performs rule based code checking and can efficiently handle quantitative energy codes which can be expressed as mathematical expressions. However, qualitative areas like human comfort or those related to the surrounding built environment cannot be handled. Therefore, in future, semantic rule languages like the Semantic Web Rule Language (SWRL) may be explored to deploy qualitative codes into rule sets.
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